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Drawing with data – Scales 

The Power of data() 

This is exciting, but real-world data is never this clean: 

var dataset = [ 5, 10, 15, 20, 25 ]; 

Let’s make our data a bit messier, as in 04_power_of_data.html: 

var dataset = [ 25, 7, 5, 26, 11 ]; 

var dataset = [ 25, 7, 5, 26, 11, 8, 25, 14, 23, 19, 

                14, 11, 22, 29, 11, 13, 12, 17, 18, 10, 

                24, 18, 25, 9, 3 ]; 

 
Figure 6-6. New data values 

Twenty-five data points instead of five 

 
Figure 6-7. Lots more data values 

How does D3 automatically expand our chart as needed? 

d3.select("body").selectAll("div") 

    .data(dataset)  // <-- The answer is here! 

    .enter() 

    .append("div") 

    .attr("class", "bar") 

    .style("height", function(d) { 

        var barHeight = d * 5; 

        return barHeight + "px"; 

    }); 
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Give data() 10 values, and it will loop through 10 times. Give it one million values, and it will loop 

through one million times. (Just be patient.) 

That is the power of data()—being smart enough to loop through the full length of whatever dataset 

you throw at it, executing each method beneath it in the chain, while updating the context in which each 

method operates, so d always refers to the current datum at that point in the loop. 

That might be a mouthful, and if it all doesn’t make sense yet, it will soon. I encourage you to make a 

copy of 05_power_of_data_more_points.html, tweak the dataset values, and note how the bar chart 

changes. 

Remember, the data is driving the visualization—not the other way around. 

Random Data 

 
Bar charts with random values 

View the source, and you’ll see this code: 
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var dataset = [];                         //Initialize empty array 

for (var i = 0; i < 25; i++) {            //Loop 25 times 

    var newNumber = Math.random() * 30;   //New random number (0-30) 

    dataset.push(newNumber);              //Add new number to array 

} 

That code doesn’t use any D3 methods; it’s just JavaScript. Without going into too much detail, this 

code does the following: 

1. Creates an empty array called dataset.  
2. Initiates a for loop, which is executed 25 times.  
3. Each time, it generates a new random number with a value between 0 and 30. (Well, technically, 

almost 30. Math.random() returns values as low as 0.0 all the way up to, but not including, 1.0. So if 
Math.random() returned 0.99999, then the result would be 0.99999 times 30, which is 29.9997, or 
the teensiest bit less than 30.)  

4. That new number is appended to the dataset array. (push() is an array method that appends a new 
value to the end of an array.)  

Just for kicks, open up the JavaScript console and enter console.log(dataset). You should see the 

full array of 25 randomized data values, as shown 

 
. Random values in console 

Notice that they are all decimal or floating point values (such as 14.793717765714973), not whole 

numbers or integers (such as 14) like we used initially. For this example, decimal values are fine, but if 

you ever need whole numbers, you could use JavaScript’s Math.round() or Math.floor() methods. 

Math.round() rounds any number to the nearest integer, whereas Math.floor() always rounds down, 

for greater control over the result. For example, you could wrap the random number generator from this 

line: 

    var newNumber = Math.random() * 30; 

as follows: 

    var newNumber = Math.floor(Math.random() * 30); 

Using this code, newNumber would always be either 0 or 29, or any integer in between. Why not 30? 

Because Math.random() always returns values less than 1.0, and Math.floor() will always round 

down, so 29 is the highest possible return value. 

Try it out in 07_power_of_data_rounded.html, and use the console to verify that the numbers have 

indeed been rounded to integers, as displayed 
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Figure 6-10. Random integer values in console 

That’s about all we can do visually with divs. Let’s expand our visual possibilities with SVG. 

To make it easy to reference all of the circles later, we can create a new variable to store references to 

them all: 

var circles = svg.selectAll("circle") 

                 .data(dataset) 

                 .enter() 

                 .append("circle"); 

Great, but all these circles still need positions and sizes, displayed in Figure 6-11. Be warned, the 

following code might blow your mind: 

circles.attr("cx", function(d, i) { 

            return (i * 50) + 25; 

        }) 

       .attr("cy", h/2) 

       .attr("r", function(d) { 

            return d; 

       }); 

 
 Row of data circles 

 

https://www.oreilly.com/library/view/interactive-data-visualization/9781449340223/ch06.html#Row_of_data_circles
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