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## AES

$\square$ AES is symmetric key cryptographic algorithm published by NIST. The algorithm was proposed by Rijndael. It is also known as Rijndael encryption algorithm. AES is replacement of DES. AES works on block cipher technique. Size of plain text and cipher text must be same. An input key is also required input to the AES algorithm. Same size of plain text
$\square$ In AES, the data length (plain text size) of 128 bits, and supporting three different key lengths, 128, 192 and 256 bits. AES consists of multiple rounds of processing different key bits like 10 rounds for processing 128-bit keys, 12 rounds for processing 192-bit keys, and 14 rounds for processing 256-bit keys

## Plain Text transform in Matrix Form

－Plain text（128－bit）converts into $4 \times 4$ matrix of bytes．Therefore，the first four bytes of a 128－bit input block occupy first column in the $4 \times 4$ matrix of bytes．

The next four bytes occupy the second column，and so on．AES operates on a $4 \times 4$ column－major order matrix of bytes；called as state array．
－For Example，＂AES USES A MATRIX＂

```
A E S U S E S A M A T R I X Z Z
```

Hexadecimal

```
00
```

$\left[\begin{array}{rrrr}00 & 12 & 0 C & 08 \\ 04 & 04 & 00 & 17 \\ 12 & 12 & 13 & 19 \\ 14 & 00 & 11 & 19\end{array}\right]$ State

| 苗 |  |  |  | 㟔 | 甾 |
| :---: | :---: | :---: | :---: | :---: | :---: |
| A | 00 | OO | N | 13 | OD |
| B | 01 | 01 | 0 | 14 | OE |
| C | 02 | 02 | P | 15 | OF |
| D | O3 | O3 | Q | 16 | 10 |
| E | 04 | 04 | R | 17 | 11 |
| F | 05 | 05 | S | 18 | 12 |
| G | 06 | 06 | T | 19 | 13 |
| H | 07 | 07 | U | 20 | 14 |
| I | 08 | 08 | V | 21 | 15 |
| J | 09 | 09 | W | 22 | 16 |
| K | 10 | OA | X | 23 | 17 |
| L | 11 | OB | Y | 24 | 18 |
| M | 12 | OC | z | 25 | 19 |

## Steps of AES Encryption

$\square$ Overall structure of AES encryption process shown in figure. The number of rounds is 10 , for the case when the encryption key is 128 bit long. ( 12 rounds - 192 bits, 14 -rounds - 256 bits).
$\square$ For encryption, each round consists of the following four steps: SubBytes,

## ShiftRows, MixColumns, AddRoundKey

$\square$ Above steps also called AES transformation function


## SubBytes / Substitute Bytes

$\square$ AES defines a $16 \times 16$ matrix of byte values, called an S-box, that contains a permutation of all possible 2568 -bit values. Each individual byte of State is mapped into a new byte in the following way: The leftmost 4 bits of the byte are used as a row value and the rightmost 4 bits are used as a column value. These row and column values serve as indexes into the S-box to select a unique 8-bit output value.
$\square$ For example, the hexadecimal value $\{E A\}$ references row $E$, column $A$ of the Sbox, which contains the value $\{87\}$. Accordingly, the value $\{E A\}$ is mapped into the value $\{87\}$.
$\square$ Below table is S-box and used during encryption process

S-box and used during encryption process.

For example, $87 \rightarrow$ EA

|  | y |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | a | b | c | d | e | f |
| 0 | 52 | 09 | 6a | d5 | 30 | 36 | a5 | 38 | bf | 40 | a3 | 9 e | 81 | f3 | d7 | fb |
| 1 | 7c | e3 | 39 | 82 | 9b | 2f | ff | 87 | 34 | 8 e | 43 | 44 | c4 | de | e9 | cb |
| 2 | 54 | 7b | 94 | 32 | a6 | c2 | 23 | 3d | ee | 4c | 95 | 0b | 42 | fa | c3 | 4 e |
| 3 | 08 | 2e | a1 | 66 | 28 | d9 | 24 | b2 | 76 | 5b | a2 | 49 | 6d | 8b | d1 | 25 |
| 4 | 72 | f8 | f6 | 64 | 86 | 68 | 98 | 16 | d4 | a4 | 5c | CC | 5d | 65 | b6 | 92 |
| 5 | 6c | 70 | 48 | 50 | fd | ed | b9 | da | 5 e | 15 | 46 | 57 | a7 | 8d | 9d | 84 |
| 6 | 90 | d8 | ab | 00 | 8c | bc | d3 | 0a | f7 | e4 | 58 | 05 | b8 | b3 | 45 | 06 |
| 7 | d0 | 2c | 1e | 8 f | ca | 3f | 0f | 02 | c1 | af | bd | 03 | 01 | 13 | 8a | 6b |
| 8 | 3a | 91 | 11 | 41 | 4f | 67 | dc | (ea) | 97 | f2 | cf | ce | f0 | b4 | e6 | 73 |
| 9 | 96 | ac | 74 | 22 | e7 | ad | 35 | 85 | e2 | f9 | 37 | e8 | 1c | 75 | df | 6 e |
| a | 47 | f1 | 1a | 71 | 1d | 29 | c5 | 89 | 6 f | b7 | 62 | 0 e | aa | 18 | be | 1b |
| b | fc | 56 | 3 e | 4b | c6 | d2 | 79 | 20 | 9a | db | c0 | fe | 78 | cd | 5a | f4 |
| c | 1f | dd | a8 | 33 | 88 | 07 | c7 | 31 | b1 | 12 | 10 | 59 | 27 | 80 | ec | $5 f$ |
| d | 60 | 51 | 7 f | a9 | 19 | b5 | 4a | 0d | 2d | e5 | 7a | 9f | 93 | c9 | 9c | ef |
| e | a0 | e0 | 3b | 4d | ae | 2a | f5 | b0 | c8 | eb | bb | 3c | 83 | 53 | 99 | 61 |
| f | 17 | 2b | 04 | 7 e | ba | 77 | d6 | 26 | e1 | 69 | 14 | 63 | 55 | 21 | 0c | 7d |


| 87 | F 2 | 4 D | 97 |
| :---: | :---: | :---: | :---: |
| EC | 6 E | 4 C | 90 |
| 4 A | C 3 | 46 | E 7 |
| 8 C | D 8 | 95 | A 6 |


| EA | 04 | 65 | 85 |
| :---: | :---: | :---: | :---: |
| 83 | 45 | 5 D | 96 |
| 5 C | 33 | 98 | B 0 |
| F0 | 2 D | AD | C 5 |

Below table is inverse S-box. It will be used during decryption process.

For example, $87 \rightarrow$ EA


| 87 | F 2 | 4 D | 97 |
| :---: | :---: | :---: | :---: |
| EC | 6 E | 4 C | 90 |
| 4 A | C 3 | 46 | E 7 |
| 8 C | D 8 | 95 | A 6 |


| EA | 04 | 65 | 85 |
| :---: | :---: | :---: | :---: |
| 83 | 45 | 5 D | 96 |
| 5 C | 33 | 98 | B 0 |
| F0 | 2 D | AD | C 5 |

## Shift Row transformation

The shift row transformation is called ShiftRows.
Rules of shifting rows,
Row $1 \Rightarrow$ No Shifting
Row $2 \Rightarrow 1$ byte left shift
Row $3 \Rightarrow 2$ byte left shift
Row $4 \Rightarrow 3$ byte left shift
The inverse shift row transformation, called InvShiftRows, performs the circular shifts in the opposite direction for each of the last three rows, with a one-byte circular right shift for the second row, and so on.

Shift Rows and Inverse Shift Rows

| $s_{0,0}$ | $s_{0,1}$ | $s_{0,2}$ | $s_{0,3}$ |
| :---: | :---: | :---: | :---: |
| $s_{1,0}$ | $s_{1,1}$ | $s_{1,2}$ | $s_{1,3}$ |
| $s_{2,0}$ | $s_{2,1}$ | $s_{2,2}$ | $s_{2,3}$ |
| $s_{3,0}$ | $s_{3,1}$ | $s_{3,2}$ | $s_{3,3}$ |



## Mix Columns

The mix column transformation, called MixColumns, operates on each column individually. Each byte of a column is mapped into a new value that is a function of all four bytes in that column. The mix column transformation, called MixColumns, operates on each column individually. Each byte of a column is mapped into a new value that is a function of all four bytes in that column.
\(\left[$$
\begin{array}{llll}02 & 03 & 01 & 01 \\
01 & 02 & 03 & 01 \\
01 & 01 & 02 & 03 \\
03 & 01 & 01 & 02\end{array}
$$\right]\left[$$
\begin{array}{llll}s_{0,0} & s_{0,1} & s_{0,2} & s_{0,3} \\
s_{1,0} & s_{1,1} & s_{1,2} & s_{1,3} \\
s_{2,0} & s_{2,1} & s_{2,2} & s_{2,3} \\
s_{3,0} & s_{3,1} & s_{3,2} & s_{3,3}\end{array}
$$\right]=\left[\begin{array}{cccc}s_{0,0}^{\prime} \& s_{0,1}^{\prime} \& s_{0,2}^{\prime} \& s_{0,3}^{\prime} <br>
s_{1,0}^{\prime} \& s_{1,1}^{\prime} \& s_{1,2}^{\prime} \& s_{1,3}^{\prime} <br>
s_{2,0}^{\prime} \& s_{2,1}^{\prime} \& s_{2,2}^{\prime} \& s_{2,3}^{\prime} <br>

s_{3,0}^{\prime} \& s_{3,1}^{\prime} \& s_{3,2}^{\prime} \& s_{3,3}^{\prime}\end{array}\right] \longmapsto\)| $s_{0, j}^{\prime}=\left(2 \cdot s_{0, j}\right) \oplus\left(3 \cdot s_{1, j}\right) \oplus s_{2, j} \oplus s_{3, j}$ |
| :--- |
| $s_{1, j}^{\prime}=s_{0, j} \oplus\left(2 \cdot s_{1, j}\right) \oplus\left(3 \cdot s_{2, j}\right) \oplus s_{3, j}$ |
| $s_{2, j}^{\prime}=s_{0, j} \oplus s_{1, j} \oplus\left(2 \cdot s_{2, j}\right) \oplus\left(3 \cdot s_{3, j}\right)$ |
| $s_{3, j}^{\prime}=\left(3 \cdot s_{0, j}\right) \oplus s_{1, j} \oplus s_{2, j} \oplus\left(2 \cdot s_{3, j}\right)$ |

## Predefine Matrix State Array New State Array

| 2 | 3 | 1 | 1 |
| :--- | :--- | :--- | :--- |
| 1 | 2 | 3 | 1 |
| 1 | 1 | 2 | 3 |
| 3 | 1 | 1 | 2 |$*$


| 87 | F2 | 4D | 97 |
| :---: | :---: | :---: | :---: |
| 6 E | 4 C | 90 | EC |
| 46 | E7 | 4 A | C3 |
| A6 | 8C | D8 | 95 |


| (\{02\} - \{87\}) | $\oplus_{(\{03\}\rangle \cdot\{66\})}$ | $\oplus_{\{46\}}$ |
| :---: | :---: | :---: |
| \{87\} | $\bigoplus_{(\{02\} \cdot}$ [66\}) | $\bigoplus_{(\{03\} \cdot\langle 46\})}$ |
| \{87\} | $\oplus_{\{66\}}$ | $\bigoplus_{(\{02\} \cdot\{46\}}$ |
| $(\{03\} \cdot\{87\rangle)$ | $\oplus_{\{66\}}$ | $\oplus_{\{46\}}$ |


| $\oplus_{\text {\{ } 66\}}$ | $=\{47\}$ |  | 40 | A3 | 4 C |
| :---: | :---: | :---: | :---: | :---: | :---: |
| $\oplus_{\text {\{ } 66\}}$ | $=\{37\}$$=\{94\}$$=\{$ 何 |  | D4 | 70 | 9F |
| $\left.\bigoplus_{(\{03) \cdot} \cdot\{46\}\right)$ |  |  | EA | 3 A | 42 |
| $\bigoplus_{(\{02\} \cdot \leqslant A 6\}}$ |  |  | A5 | A6 | BC |

## Add RoundKey <br> Add RoundKey

In the forward add round key transformation, called AddRoundKey, the 128 bits
of State are bitwise XORed with the 128 bits of the round key. As shown in figure, the operation is viewed as a column wise operation between the 4 bytes of a state column and one word of the round key; it can also be viewed as a bytelevel operation.


